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**Лабораторное задание**

**Задание 1**

1. Сгенерируйте (используя генератор случайных чисел) матрицу

смежности для неориентированного графа G. Выведите матрицу на экран.

2. Для сгенерированного графа осуществите процедуру обхода в

глубину, реализованную в соответствии с приведенным выше описанием.

**Задание 2\***

1. Для матричной формы представления графов выполните

преобразование рекурсивной реализации обхода графа к не рекурсивной.

**Ход работы:**

1. Код программы

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <iostream>

#include <locale.h>

#include <stdlib.h>

#include <time.h>

#include <stack> // стек

using namespace std;

typedef struct List{

int Data;

List\* next;

}List;

List\* init(int num)

{

List\* node = (List\*)malloc(sizeof(List));

node->Data = num;

node->next = NULL;

return node;

}

List\* add(List\* lst, int num)

{

struct List \*temp, \*p;

temp = (List\*)malloc(sizeof(List));

p = lst->next;

temp->Data = num;

temp->next = p;

return temp;

}

void steck(int\*\* A1, int n, int i)

{

stack<int> Stack;

int \*nodes; // вершины графа

nodes = (int\*)malloc(n \* sizeof(int\*));

for (int i = 0; i < n; i++)

nodes[i] = 0; // исходно все вершины равны 0

int a;

cout << "Enter vertex: " ;

cin >> a;

Stack.push(a); // помещаем в очередь первую вершину

cout << "DFS stack result: ";

while (!Stack.empty()) // пока стек не пуст

{

int node = Stack.top(); // извлекаем вершину

Stack.pop();

if (nodes[node] == 2) continue;

nodes[node] = 2; // отмечаем ее как посещенную

for (int j = n - 1; j >= 0; j--) // проверяем для нее все смежные вершины

//for (int j = 0; j < n; j++)

{

if (A1[node][j] == 1 && nodes[j] != 2) // если вершина смежная и не обнаружена

{

Stack.push(j); // добавляем ее в cтек

nodes[j] = 1; // отмечаем вершину как обнаруженную

}

}

cout << node << " "; // выводим номер вершины

}

cout << "\n";

cin.get();

}

int\*\* create(int n)

{

int\*\* A1, k = 1;

A1 = (int\*\*)malloc(n \* sizeof(int\*));

srand(time(NULL));

for(int i = 0; i < n; i++)

{

A1[i] = (int\*)malloc(n \* sizeof(int));

A1[i][i] = 0;

for (int j = k; j < n; j++)

{

if (rand() % 100 > 50)

{

A1[i][j] = 0;

} else{

A1[i][j] = 1;

}

}

k++;

}

k = 1;

for(int i = 0; i < n; i++)

{

for (int j = k; j < n; j++)

{

A1[j][i] = A1[i][j];

}

k++;

}

for (int i = 0; i < n; i++)

cout << "V" << i << " ";

for(int i = 0; i < n; i++)

{

cout << "\n";

for (int j = 0; j < n; j++)

{

cout << A1[i][j] << " ";

}

}

return A1;

}

void DFS(bool\* A2, int n, int i, int\*\* A1)

{

A2[i] = true;

cout << i << " ";

for (int j = 0; j < n; j++)

{

if (A1[i][j] == 1 && A2[j] == false)

{

DFS(A2, n, j, A1);

}

}

}

int main()

{

int n, \*\*t, s;

cout << "Enter array size: ";

cin >> n;

bool\* A2 = (bool\*)malloc(n \* sizeof(bool));

t = create(n);

cout << "\n";

for (int i = 0; i < n; i++)

A2[i] = false;

cout << "enter vertex: ";

cin >> s;

cout << "DFS result: ";

DFS(A2, n, s, t);

cout << "\n";

steck(t, n, 0);

system("pause");

for (int i = 0; i < n; i++)

free(t[i]);

free(t);

free(A2);

return 0;

}

1. Результат работы программы.

![](data:image/png;base64,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)

Вывод: в ходе выполнения данной лабораторной работы разработали программу, согласно заданию.